Problem 1-3

A.

bubbleSort(A,n)

for j=0 to n-1

checkSwap=false

for j = 0 to n-1

if A[j] > A[j+1] then

swap( A[j], A[j+1] )

checkSwap = true

end if

end for

if(not checkSwap) then

break

end if

end for

end bubbleSort return A

B.

Proof of Correctness Loop Invariant

After each iteration of the loop greatest element of the array is always placed at right most position. So, at the end of i iteration right most i elements are sorted and in place. After the N-1 iterations the right most N-1 items are sorted and this implies that all the N items are sorted.

Worst Case Time Complexity: O(n\*n)

Worst case occurs when array is reverse sorted.Example:9,8,7,6,5,4

Best Case Time Complexity: O(n).

Best case occurs when array is already sorted.Example:4,5,6,7,8,9

c.

D.

void bubbleSort(int arr[], int n)

{

int i, j;

bool swapped;

for (i = 0; i < n-1; i++)

{

swapped = false;

for (j = 0; j < n-i-1; j++)

{

if (arr[j] > arr[j+1])

{

swap(&arr[j], &arr[j+1]);

swapped = true;

}

}

if (swapped == false)

break;

}

}

In this example, we need to take the best case time complexity.

Best Case Time Complexity: O(n)

E.

void insertionSort(int arr[], int n)

{

int i, key, j;

for (i = 1; i < n; i++)

{

key = arr[i];

j = i-1;

while (j >= 0 && arr[j] > key)

{

arr[j+1] = arr[j];

j = j-1;

}

arr[j+1] = key;

}

}

The while loop executes only if i > j and arr[i] < arr[j]. Therefore total number of while loop iterations (For all values of i) is same as number of inversions.

Therefore overall time complexity of the insertion sort is O(n + f(n)) where f(n) is inversion count.

If the inversion count is O(n), then the time complexity of insertion sort is O(n).

F.

An array example for which bubble sort runs for O(N) and insertion sort runs in O(N^2) :{1,2,5,3,4}

In bubble sort:

A={1,2,5,3,4}

Comparing 1 and 2:Since 2>1 no swapping will happen.Array stays the same {1,2,5,3,4}

Comparing 2 and 5:Since 5>2 no swapping will happen.Array stays the same {1,2,5,3,4}

Comparing 5 and 3:5>3 it will swap 5 and 3.Array becomes {1,2,3,5,4}

Comparing 5 and 4:5>4 it will swap 5 and 4.Array becomes {1,2,3,4,5}

Since the array has become sorted in one iteration,time complexity remains as O(N).

In insertion sort:

A={1,2,5,3,4}

Starting j from the second element i.e 2

Key element=2,A[j-1]=1

Comparing 2(key element) with A[j-1]=1 ,since 1<2 so won't check for rest and will move on to the next element.

Array stays the same {1,2,5,3,4}

Key element=5,A[j-1]=2

Comparing 5(key element) with A[j-1]=2 ,since 2<5 so won't check for rest and will move on to the next element.

Array stays the same {1,2,5,3,4}

Key element=3,A[j-1]=5

Comparing 3(key element) with A[j-1]=5 ,now 5>3 so it will start checking for all prior elements until 3 is placed in its proper position(which will again take O(N)time complexity).

Array becomes {1,2,3,5,4}

Key element=4,A[j-1]=5

Comparing 4(key element) with A[j-1]=5 ,now 5>4 so it will start checking for all prior elements until 4 is placed in its proper position(which will again take O(N)time complexity).

Array becomes {1,2,3,4,5}

So,insertion sort becomes O(N) in this case.